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Abstract
In this paper we focus empirical and conceptual attention on the social

construction of information systems (IS) requirements, and illustrate that IS

developers too often choose to ignore, and thus effectively black-box, the
complexities of gathering requirements in order to simplify both the difficulties

of their work and their relations with customers. The empirical contribution of

this paper is evidence drawn from a study of how IS developers pursue

requirements engineering and how they conceive its value. The factors we
found to be important in this process include: the changing needs of the

organization, the ways in which structured IS methods are enacted via

experience and social competency, the formation of project groups, and finally
engagement in interpersonal conflict and negotiations. Our conceptual

contribution is theorization on the nature of developing requirements as a

process of social learning.
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Requirements engineering and information systems
development
Contemporary literature shows that certain problems related to developing
Information Systems (IS) are no less acute now than in the 1980s. For
instance, Avison & Fitzgerald (2003) find that IS development projects
continue to fail despite increasing attention to method innovation. Thus,
the aim of the research presented here is to better understand how
requirements engineering (RE) is enacted. More specifically, we seek
empirical and conceptual insight into the ways in which IS developers
ignore or ‘black box’ the emergent character of requirements (thereby
addressing why it is that practitioners are continuing to pursue paths that
the research literature clearly indicates are inherently problematic).

The attempts to understand and guide the efforts needed to gather and
manage requirements has coalesced into both an academic and profes-
sional field called RE. The RE remit includes discovering, prioritizing,
documenting, representing and maintaining a set of requirements for
building a computer-based IS (Thayer & Dorfman, 1990; Loucopoulos &
Karakostas, 1995; Zave, 1995; Nusibeh & Easterbrook, 2000). Moreover, RE
is concerned with analyzing and documenting requirements, by processes
including needs analysis, requirements analysis and requirements specifi-
cation (Sommerville & Sawyer, 1997; Hanisch & Corbitt, 2007).
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In this paper we argue that RE’s socially constructed
nature and the inherent conflicts among multiple users’
needs are either incompletely addressed or – worse –
intentionally ‘black-boxed’ by professional IS developers.
We note that this black-boxing reduces the potential
value of RE, turning it into a rather benign process of
documenting rather than the intended pursuit of value.
Building on evidence drawn from a field study of
requirements gathering practice, we consider theoretical
aspects of requirements as a social learning activity, based
in constructivist, rather than reductionist, approaches.

Our interest is rooted in Brooks (1987) poignant
reminder that there is no silver bullet in developing
software. While this is seemingly well known, there
continues to be ongoing quests by members of the IS
development community to discover such ideal methods,
and RE is one of the approaches for which there are great
(possibly excessive) expectations.

To make our case, the paper is developed in five more
sections. In the next section we develop our conceptual
position, and present related research on IS development,
RE and requirements management. In the subsequent
section we present the social construction of technology
(SCOT) approach as our theoretical lens, and in the
fourth section we present the details of our research
approach and our results.

RE and IS development
In this section we first review the RE and IS literature,
since together these streams provide the grounding for
our investigation of RE practices. We then introduce the
two components of RE examined in this study: (1) RE in
the context of heterogeneous environments and (2) RE as
a series of negotiations. So, we also review here the
theoretical and empirical work related to these two
components.

RE and requirements management
There is longstanding interest among RE scholars in the
social aspects of requirements (e.g., Malcolm, 2001). For
example, Wastells (1996) argued that methods are used
both because IS development practices are inherently
complex and to satisfy developers’ needs to appear
professional (see also Avgerou & Cornford, 1993). The
problems associated with the design and uses of IS,
particularly the difficulties that arise when client organi-
zations’ requirements are regarded as fixed lists of
specifications, rather than emergent sets of needs with
social dimensions, have also long been known (e.g., Paul,
1993).

While these concerns have been raised by some in the
scholarly community, they appear to have had less
impact on RE in practice. In particular, evidence suggests
that developers tend to ‘black box’ or avoid addressing
issues associated with the emergent character of require-
ments. Fifteen years ago Loucopoulos & Karakostas
(1995, pp. 19–20) noted that most contemporary soft-
ware development methods ‘focus on the deliverables of

the process rather than on the process itself’. More recent
empirical reports suggest that the negotiation process
among developers and stakeholders remains a crucial
and under-studied activity in developing requirements
(e.g., Rooksby et al., 2006; Chabraborty et al., 2010). This
is particularly interesting since current theories of RE
do not take sufficient account of local context issues, and
too often ignore the difficulties that socially marginalized
people face in working in contemporary organizations
(e.g., Ackerman, 2000; Nusibeh & Esterbrook, 2000). The
functional rationalism that underpins the one-solution-
fits-all paradigm has come under significant pressure
from systems and engineering theorists who argue that
RE is a complex and heterogeneous process (Bergman
et al., 2001).

Within the functional-rationalist framework, at least
three assumptions are not made explicit (or, worse,
disappear into the background). First, requirement
collection is based on the assumption that an organiza-
tion remains unchanged sufficiently long for a complete
list of required specifications to be gathered and a
system developed. A second assumption is that users are
expected to both understand and be able to communicate
their present and future needs in clear and ordered ways
(Truex et al., 1999). A third assumption is that the main
actors within an organization have congruent ideas about
the organization’s aims and objectives (Bergman et al.,
2002a).

There is clear evidence that these assumptions have
tenuous validity. For example, Truex et al. (1999) describe
how IS developed within the framework of these
assumptions are likely to fail to meet the commissioning
organizations’ needs. Contemporary organizations must
be flexible and adjust rapidly to dynamic situations,
hence their IS must be similarly flexible. The contem-
porary organization’s reality is not static (and may never
have been) so it is at best unhelpful to model the
specification process on a static environment. It must
be possible to transform IS that are developed for modern
organizations continually and quickly. Thus, system
requirements should be analyzed and reassessed con-
stantly (Truex et al., 1999).

One reason for the steady rate of failure in IS
development projects may be historical: most of the
traditional development methods approach requirements
management in an incomplete manner (e.g., Truex et al.,
1999; Bergman et al., 2001). The traditional premise –
what Stewart & Williams (2005) call the ‘design fallacy’ –
is that requirements are conceptual things that ‘exist’ in
an organization, which the skilled IS developer can
identify and meet. Truex, Stewart, Bergman and their
respective colleagues all argue that requirements cannot
be readily identified in an organization. Instead, require-
ments are incompletely sketched in the minds of various
important organizational stakeholders. Such a view shifts
the emphasis from a ‘gathering’ or ‘harvesting’ metaphor
towards negotiating or learning. In this second view,
the premise is that stakeholders possess understanding of
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the problems and needs for a future IS that is partially
developed, possibly conflicting, and probably dispersed
in various forms among many stakeholders.

The purposes of gathering requirements are to under-
stand and depict the customer’s needs and thus establish
the IS’s required properties. Requirements are often
formulated according to particular specifications, which
may include detailed specifications regarding the IS’s
functions, appearance, and performance. These specifica-
tions serve as the guide for subsequent development
activities. In this model, requirements become the
foundation upon which the project is based, hence the
gathering and management of requirements are impor-
tant, if not central, aspects of IS development. A central
premise in software engineering, IS development, and
the design of software-intensive systems is that when
requirements are collected in a way that faithfully
represents the needs of the stakeholders, the likelihood
of success is improved. Conversely, poorly developed
requirements – ones that do not match user or stake-
holder needs – are likely to derail the project and make
the resulting IS significantly less valuable.

Moreover, the traditional view of IS development as
a technical or engineering activity is increasingly seen as
incomplete (e.g., Sawyer, 2001a; Madsen et al., 2006;
Howcroft & Light, 2010). Truex et al. (1999) regard
requirements management as being, to a large extent,
a process of compromise to address prioritized changes
that occur within an organization and the resources at
one’s disposal. In order to develop a system that is
suitable for modern organizations, one should welcome
a healthy degree of conflict between the users regarding
their system. If these conflicts can be brought to the
surface, then changes to improve the system can be more
rationally discussed and identified (Truex et al., 1999).
The role of conflict management within system develop-
ment has been examined to a certain extent, for example
within the Scandinavian school of IS development
(Ehn, 1988, 1993). However, it has been rarely applied
in practical system development, and Bergman et al.
(2002a) argue that there is a need to further refine (and
implement) its use in this context.

Requirements in and from a heterogeneous
environment
Moving away from static and consensus-driven views
of an organization’s goals and needs – moving beyond
the ‘design fallacy’ – makes requirements gathering an
even more complex activity. In noting this, the issue is
not one of moving from a well-defined space to a less-well
defined space. Rather, the issue is to make clear that
requirement gathering is done in a complex social milieu
in which current models of this effort do not adequately
represent the situation.

According to the dynamic model of organizing,
identifying, understanding and representing an organiza-
tion’s problems, its needs should be seen as evolutionary,
ongoing and constantly changing (e.g., Truex et al., 1999;

Hansen et al., 2009; Holmström et al., 2010). Hence,
developers of an IS should be concerned not only with
the system itself, but also with the larger socio-economic
context in which the IS will be used (Bergman et al.,
2002b). That is, requirements gatherers should be social
actors, aware of the situated and institutionally framed
actions in which they and their colleagues participate
(e.g., Lamb & Kling, 2003; Madsen et al., 2006; Rowlands,
2008).

The premise of the socially constructed view of
requirements begins with the observation that in any
reasonably sized IS development project – any that
involves more than a few users from more than one
department – important actors will have different
opinions about which requirements are most salient. It
will also be unusual for all the members of an organiza-
tion to actively participate in the definition of system
requirements. Instead, a smaller number of members will
be asked to, or assigned to, represent the organization’s
interests and influence the project. These delegates,
whom we call the participating actors, will be those who,
acting with the requirements engineers and other IS staff,
formulate the requirements. The assumption is that
participating actors are either agents in service of the
important actors, or are themselves the important actors.

The relationship between importance and participation
is fundamental to characterization of RE as social
learning. It is through participation that requirements
are developed and systems are constructed. The partici-
pating actors thus play defining roles in the requirements
management process – whether or not they are the
most knowledgeable or the most suitable representatives
of the organization and its needs (Bergman et al., 2002b).

In larger IS projects that involve multiple departments,
the participating actors are likely (if not certain) to have
different opinions on how goals should be met and the
direction in which the organization should proceed.
Those who make the decisions during the course of
the project clearly play a defining role when everyone is
not in agreement. In an ideal situation, the optimal
approach would be to collect all the relevant information
about the situation and then let the main actors come
together in order to make decisions. In practice it is
difficult to gather the disparate, relevant, information
related to the development of an IS, much less organize it
in ways that readily allow decision-makers to make
informed responses (e.g., Hansen et al., 2009).

The conflicts that arise among participating actors are
partly due to disagreements about which requirements
should be prioritized and (hence) who should make
decisions. Organizations rarely have the full complement
of resources needed to take into account the needs of all
the involved actors. This leads to situations where
selections are continually being made in order to decide
whose needs will be met. The omnipresent risk of being
unable to complete an IS within the allotted time and
budget often drives organizational decision-makers to
decide if more resources will be allotted or requirements
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will be neglected. Negotiations are often necessary to (re-)
determine whose interests will be fulfilled. Moreover,
this can develop into a cycle of continuous evaluation
and re-evaluation of resources and needs, leaving any
decisions open to future discussion and renegotiation
(Bergman et al., 2002a).

Negotiations and conflict resolution
Gathering, representing and prioritizing requirements
involves engaging in negotiations. Consequently, addres-
sing conflicts among participating actors is a common
(if not inevitable), part of RE activity. The reality of this
conflict is commonly noted (e.g., Hansen et al., 2009),
and some empirical information related to this issue has
been published in both the software engineering and IS
development literature (Boehm, 1981; Guinan, 1988;
Robey, 1994; Robinson & Volkov, 1998; Urquhart, 1999;
Sawyer, 2001b). Bergman et al. (2002a) note that this
literature highlights the importance of recognizing and
addressing conflicts, but also reminds us that bringing
forth and resolving conflict is not the only important
factor; it is also important to examine the underlying
structures to understand the source of these conflicts.
Given this, many of today’s IS development methods
seem to focus too little on reducing conflicts or increas-
ing the participating actors’ understanding of one
another’s perceptions of IS plans.

In IS development projects a central goal is for
participating actors to have an understanding of the
system’s requirements. The process of requirement speci-
fications can help meet this goal, and the resulting
requirements can act as a type of contract between IS
developers and the organization commissioning the
system. These requirements (and resulting specifications)
are of great importance in that the developers can gain a
common understanding of the main features and capabi-
lities that the system is supposed to incorporate.

Too often, however, this understanding is lacking –
even if a set of specifications has been formally arti-
culated. This leads to a situation where the espoused
requirements may have been met, but the system does
not achieve its intended goals. A second issue associated
with incomplete (or poorly developed) requirements is
that participating actors may interpret the specifications
in different ways; individual actors may interpret them
as favorably as possible for themselves and ignore
all conflicting interpretations (Bergman et al., 2002a;
Zappavigna & Patrick, 2010). An effective negotiation
process may arise through the main actors confronting
each other and discussing their individual points of view
in order to come to a mutual understanding about the
requirements that are most necessary. If possible, these
actors may then successfully compromise as long as
one interest is not met by excessively damaging interests
that are important to other actors. Certain conflicts and
divisions are unlikely to be resolved, however, without
the intervention of someone who has sufficient power to

decide how resources will be allocated by the commis-
sioning organization.

Taken together this line of reasoning suggests that
understanding organizations as complex, dynamic and
conflict-ridden must be accompanied with an apprecia-
tion that requirements are emergent, rather than static.
Building on this, Howcroft & Light (2010) advance a
convincing argument that this must be seen as a social
construction. With all this, there seems to be a disjunc-
ture between leading research on RE and much RE
practice. The former is built on the assumptions that
contemporary organizations are characterized by conflict
rather than harmony, and that requirements are emer-
gent rather than static and objective (Ghezzi & Nuseibeh,
1998; Rooksby et al., 2006). In the latter, in contrast,
the understanding of organizational action is largely in
line with the view that organizational life is harmonious,
and requirements are seen as being objective rather than
emergent.

Social construction of technology
We build here on the SCOT approach as outlined
originally by Pinch & Bijker (1984). According to Bijker
and colleagues (Bijker et al., 1987; Bijker & Law, 1992;
Bijker, 1995), technological artifacts are open to socio-
logical analysis that considers not only their design
and use, but also their technical content. The SCOT
approach upholds the principle of symmetry between
social and technological elements, avoiding any refer-
ence to material characteristics of a technology in its
analyses. Technological change is explained by refer-
ence to social practices, particularly processes of inter-
pretation, negotiation, and closure by different actors
and social groups. Technology is understood as a social
construction that can only be explained by focusing on
the social processes that have constructed it. Given the
socially constructed nature of IS’s requirements, SCOT
provides an analytical framework for pursuing a deeper
understanding of their construction (e.g., Howcroft &
Light, 2010).

The RE effort reflects features common to constructivist
studies of technology. Most importantly, social construc-
tivism includes a conception of technological develop-
ment as a contingent process. Accordingly, technological
change cannot be analyzed as following a fixed, unidir-
ectional path, and cannot be explained by reference to
some inner technological logic. Rather, technological
change is seen as being best explained by reference to a
number of technological controversies, disagreements,
and difficulties that involve different actors. These actors
or groups engage in strategies to win concessions from
their opponents and shape technology according to
their own aims. Hence, the social constructivist approach
places society (and social action) as the driver of techno-
logical change and regards artifacts as being developed
according to social interests. This leads to the concept of
‘interpretive flexibility’, that is, that the value, purpose,
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and meaning of an object, like technology, is contingent
on interpretation.

Interpretation is, in turn, developed within one, or
several, interpretive frameworks as various groups of
actors come to grips with (interpret) the object under
consideration. Thus, the properties of objects are not
inherent in the objects themselves, but are products
of social construction. For example, Woolgar’s (1991)
constructivist view holds that the capacity of technolo-
gies remains essentially indeterminate both before their
sale (during their conception, design, and development)
and later, while they are in use.

Borrowing from Bijker et al. (1987), Orlikowski & Gash
(1994) developed ideas about the vital roles technological
frames play in this process. Bijker et al. (1987) refer to
technological frames as the ways in which relevant social
groups attribute meanings to an artifact. A technological
frame is the repository of knowledge, cultural values,
goals, practices and exemplary artifacts shared by a social
group, which structures their understanding of objects
and processes in technical innovation, and their subse-
quent actions. In analyzing a particular process of tech-
nological innovation, the analyst can choose to include
not only the technological frame(s) of social groups that
have been influential in determining the outcome of the
process, but also those, and changes therein, of groups
whose voices have not been heard.

In this socially constructed view, requirements are not
things that exist, or have been clearly articulated, ready
to gather, in an organization. Rather, requirements are
generated through negotiation and conflict resolution
among the different actors involved in the project. Such a
view suggests that seeing requirements gathering as a
negotiation will increase the chances that requirements
will be developed that meet the commissioning organiza-
tion’s needs and (hence) that the IS development project
will lead to a useful system. This, in turn, requires the IS
developer to be skilled in engaging in and managing such
negotiation processes; a conclusion that the academic
literature in IS and software engineering has been
consistently articulating since the 1980s (Guinan, 1988;
Urquhart, 1999; Mathiassen & Nielsen, 2000; Bergman
et al., 2002a).

The socially constructed view of requirements builds
on the literature of science and technology studies (STS),
which regard a technology as the result of social actions,
something that arises from debate, discourse and discus-
sion. Social-constructionist research on technology began
with studies by the Tavistock Institute in the 1950s
(e.g., Berger & Luckmann, 1966; Mumford, 2003). This
approach has been advanced as a means to understand
the development of software (Howcroft & Light, 2010).
Strangely, this robust literature has been rarely cited in
the RE literature, despite the strong advocacy for just
such a representation by RE scholars (e.g., Rooksby et al.,
2006). There is, however, a stream of literature in method
enactment in IS development (e.g., Madsen et al., 2006;
Rowlands, 2008). Our work can be seen as contributing

more evidence to support the arguments made in the
method enactment literature that IS approaches are social
constructions. Since our work focuses on RE, and not IS
development more generally, we also aim to contribute
more specific conceptual insights.

The social-constructionist approach to understanding
the development of technologies focuses on the social
actions relative to technology decisions and is grounded
in detailed empirical studies of the work of scientists and
engineers. The scholarly traditions of STS build from the
conceptual premise of historians and sociologists that
technologies represent an outcome of a political process
framed by the interests, resources, negotiations and
discussions among central actors. These arrangements
result in the social construction of the means and forms
of a technological artifact (e.g., Grint & Woolgar, 1997).
Such a framing is ideally suited for better understanding
the socially constructed nature of an IS’s requirements as
it focuses attention on: (1) the importance of negotiation
among stakeholders (users and other organizational
stakeholders like decision-makers) and developers; and
(2) differences in social power (between the relevant
social groups).

Research effort
In this section we build on our field research and
secondary sources to explore the ways in which IS
developers engage in RE and how they conceive its value.
We develop this as an exploratory study, focusing on
developing an understanding of how RE is enacted,
which we then apply to reflect and theorize (Weick,
1995) about the nature of RE and associated processes.
In this way we extend current conceptualization of RE,
a process that Vaughan (1992) calls theory elaboration.
In addition to better explicating the basis, premise and
elements of RE, we also infer implications for professional
practices in RE and IS development.

Research approach
This study builds from an interpretive epistemology
(Walsham, 1993; Klein & Myers, 1999). Interpretive
research ‘attempt(s) to understand phenomena through
assessing the meanings that people assign to them’
(Orlikowski & Baroudi, 1991, p. 5). This ambition is
central to our study, which relies on qualitative inter-
views with developers and applies qualitative analysis
to interpret the RE practices. Interpretive researchers
often use an underlying theory for both framing and
analyzing research data (Walsham, 1993; Holmström,
2005), and in this case we draw upon SCOT to guide
the data collection, analysis, and reporting. In an
interpretive case study, the researchers become integral
to the research method and are obliged to acknowledge
their influence over it (Golden-Biddle & Locke, 1993;
Mason, 1996; Klein & Myers, 1999). In our case, the first
author conducted the empirical study, and the second
author collaborated in interpreting the findings and
writing the manuscript. Since it was anticipated that

Requirements engineering blinders Jonny Holmström and Steven Sawyer38

European Journal of Information Systems



developers’ experiences might differ, depending upon the
numbers and types of projects they had engaged in,
participants were deliberately selected to ensure variation
with respect to age and experience.

The aim of this research is to better understand how RE
practices – the gathering and representation of stake-
holder’s needs for an IS – are enacted. To meet this aim
we interviewed working professionals for whom require-
ments gathering is a major part of their work. For
pragmatic purposes, snow-ball sampling was used to
select interviewees from the local business community.
Given the focus on requirements gathering, we judged
that the exploratory work would not be compromised by
the sampling approach.

Data collection and analysis
In this section we focus first on the selection and
collection of data, then on analysis of the data.

Data selection and collection We conducted 26 inter-
views with IS developers from five IS developing
companies: Martinsson, Sogeti, Tieto Enator, Umeå
datakonsulter, and WM-Data, all of which are relatively
small IT consultancy firms (though many are parts of
larger organizations) located in Umeå, Sweden. All of the
interviewed consultants had between two and 16 years of
professional experience of RE and IS development.

In the 26 interviews the data were gathered, analyzed,
and discussed with the participants within an interpre-
tivist paradigm. This interpretivist approach, with its goal
of revealing the participant’s views of reality, allowed the
underlying reasons for actions in RE practice to be
elicited. As noted above, our 26 interviewers, and their
five companies, were not randomly selected, nor can we
argue that they reflect a representative sample across all
important characteristics. For these (and perhaps other
more idiosyncratic) reasons, allegations of bias are
commonly raised about interpretive research. Bias can
refer to the way in which a particular point of view may
affect the way one observes and interprets a specific
situation, or it may refer to a systematic error in the
research process. In particular, opportunities for the
researcher to influence findings occur in any case study
research where relationships among researchers and
participants can be frequent and close. In addition,
participants may not report fully to the researcher if they
perceive that the information given may display them in
a negative light.

Aware of these concerns, we agreed with the companies
involved in the study at the outset that the consultants
would be referred to by pseudonyms, and thus not
attached to a specific activity and/or argument. Further,
all participants were volunteers who were aware that we
had made arrangements to support their confidentiality.
These steps provided assurance to the interviewees
that they could be open and frank about their actual
work practices. Thus, we refer to the consultants and
their organizations by pseudonyms. The consultants are

referred to as A-Z in order to maintain their anonymity
while also making it possible to trace their voices in the
results section.

The interviews, which were audio recorded and trans-
cribed, were between 50 and 85 min long and conducted
by the first author. With respect to use of existing
theoretical constructs to guide theory-building research,
we worked within the explicit conceptual framework
provided by SCOT. Such a framework becomes a
‘researcher’s first cut at making some explicit theoretical
statements’ (Miles & Huberman, 1994, p. 91). In the
context of our study, the use of SCOT as an orienting
framework helped us make sense of occurrences and
ensured that important issues were not overlooked. We
return to this in the last section.

We have used SCOT to understand the ways in which
IS requirements are socially constructed and why IS
developers too often choose to ignore, and thus
effectively black-box, the complexities of gathering
requirements in order to simplify both the difficulties
of their work and their relations with customers. In so
doing we have approached RE practice as a contingent
process. In such a view, technological change is seen
as being best explained by reference to a number of
technological controversies, disagreements, and difficul-
ties that involve different actors. Overall, our approach
relates to the principle of interpretive research (Klein &
Myers, 1999), about abstractions and generalizations
of data through the use of theories. We structured
the data collection and analysis following the key tenets
in SCOT as applied to RE practices: identifying key
encounters related to the RE process, what actors were
involved and what were their interests? What negotia-
tions took place? What were the effects of these
negotiations? What role did requirements play in these
negotiations?

However, while early identification of possible con-
structs allows them to be explicitly used in the interview
context (Eisenhardt, 1989), it is equally important to
recognize that the identification of constructs is tentative
in theory-building research. We found this to be true as
new factors were found during data collection that
needed to be added to the analysis. An important issue
to resolve for reaching closure is when to stop conducting
interviews. Ideally, researchers should stop adding cases
when theoretical saturation is reached (Eisenhardt,
1989). Theoretical saturation is the point at which
incremental learning becomes minimal because the
researchers are observing phenomena seen before (Glaser
& Strauss, 1967). In practice, we decided to stop
conducting interviews when new interviews did not
add to what we already knew.

In addition to the interviews, we collected more than
200 documents relevant to the present study, including
organizational charts, annual reports, special reports,
and/or administrative documents (including documents
relating to requirements). These documents serve to
situate both the interviewees and their responses.
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Analysis To do the analysis, the interviews were sepa-
rated question by question and categorized in order
to break them down into smaller segments (Miles &
Huberman, 1994). As part of this process, we also drew on
the collected documents. We built on and theorized
around the concepts we drew from the literature review.
The basic principle of SCOT used to frame the analysis is
the interpretive flexibility of a potential requirement. This
interpretive flexibility is at the root of how technological
choices are socially negotiated. Thus, we sought evidence
of interpretation and negotiation among members of
the two relevant social groups: participating actors who
are members of commissioning organizations and IS
developers.

Interpretation and negotiation lead to conflicts among
relevant social groups and these conflicts in turn are
illustrative of choice points. These conflicts are resolved
and the choices are resolved through the process of
stabilization and closure (when consensus has been
reached). Closure can be achieved in many ways. Some
of the most common are rhetorical (where the issue is
finessed through negotiation) and redefinition (in which
the focus is shifted from the conflict problem to an aspect
for which there is agreement). However, the focus of
this paper is not on the processes whereby closure is
achieved, but on the presence of negotiation around
requirements. In this respect, SCOT is used here to frame
the identification of conflicts/choice points among the
two relevant social groups.

To do this, we followed the recommended procedures
for qualitative research and grounded theory (Eisenhardt,
1989; Strauss & Corbin, 1990; Miles & Huberman, 1994).
Specifically, we adopted the ‘Straussian’ approach toward
grounded theory, which explicitly permits researchers’
exposure to related literature to guide the data analysis
process (Strauss & Corbin, 1994). We followed an iterative
coding process that involved identifying the emerging
concepts, examining empirical evidence for support,
consolidating similar concepts to create more refined
ideas, and collecting more data until theoretical satura-
tion was reached.

Data analysis was based on the three types of coding
suggested by Strauss & Corbin (1990): open, axial, and
selective. The data analysis process was facilitated by
using Atlas.ti software, which was designed for managing
complex data and supporting qualitative analysis. We
first identified 55 codes, each supported by two or more
text segments, during the open coding stage. During
this stage, we drew on SCOT for guidance, and focused on
identifying the nature of interactions among the two
relevant social groups.

During the axial coding stage we consolidated codes
that were conceptually similar. Finally, during the
selective coding we strove to integrate the identified
codes and formulate a storyline that offered a coherent
and insightful account of the RE practices. This third
stage was again guided in large part by SCOT concepts as
we were looking for evidence of social constructions and

the social definitions of meanings for what was to be a
requirement for the IS. We provide an example of our
selective coding effort in the Appendix.

Following an initial coding effort, additional data
collection and coding efforts were made until theoretical
saturation was reached. To verify the plausibility of
identified concepts, we further reviewed the data set for
corroboratory evidence and used data from different
sources and methods for results triangulation to ensure
the validity of our findings (Miles & Huberman, 1994).
The results provide insights explaining the processes
associated with RE practices, in particular with how
RE – the gathering and representation of stakeholder’s
needs for an IS – is enacted.

Findings
We report four findings from our study of how IS
developers enact RE and conceive its value. We find that
RE reflects: (1) the changing needs of the organization,
(2) the way in which structured IS methods are enacted
via experience and social competency, (3) the formation
of project groups, and (4) the resolution of conflicts and
negotiations.

The changing needs of the organization Respondents
note that participants in contemporary IS development
projects generally presume that development will lead to
a complete and finished IS. They further note that the
need for adjustment is driven by an implicit conceptua-
lization of organizational work as static: the IS is designed
to match what was specified, not support what is now
needed. For example, developer ‘D’ notes:

It worked for a while [after the system went into operation]

but then after a while they change your activities, of course,

‘we will do this too’. We then have to go in and adjust the

system. [y]. We are always doing this [changes]. Always

and never-ending. (D)

This is not a revelatory finding, just further evidence that
professionals in practice seem to adopt an (empirically
and conceptually) unsupportable worldview of require-
ments (and the organizations that develop them) as
temporally immutable. Some developers assign their
static worldview of an IS to those using the IS:

I believe that they [the customers] think that the system will

cost a certain amount and will look like this and this. And

on this date we say goodbye to the consultants and,

hopefully, will never see them again. (A)

Other developers note that users do not have a fixed-
point view of requirements or of the organization:

I believe that today most are aware that you have to budget

20–25% of the development’s costs for the maintenance of

the system. (G)

Developers further noted that requirements are constantly
being added or changed during the IS development.

Requirements engineering blinders Jonny Holmström and Steven Sawyer40

European Journal of Information Systems



Respondents viewed changing requirements as common-
place, obvious, but problematic:

Today the goals and demands are over there (points in one

direction). Later, when we have finished the project, they

are over there (points in another direction). So you have to

constantly keep your eye on the moving goal. (R)

Developers note there are many reasons why require-
ments change. It may be that the developers did not
properly understand their customer’s work or working
environment. It may be that the IS customer believed
that certain things would be included, but did not clearly
express these demands from the beginning. It may be
that requirements were not properly prioritized, or,
worse, that they were forgotten:

He [a customer] was the type that said, ‘Yes, but you should

have known that’. He assumed that we knew things which

we could not have known and then you could have done

something that he had asked for and sent it to him. Then he

said ‘Yes, but this is wrong, of course. This should also be

included.’ ‘Yes, but we did not know that.’ ‘Yes, but you

should have known.’ Then it became a whole lot of back

and forth and redoing and adding to. (P)

Developers called attention to the importance of custo-
mers being good at prioritizing their needs:

It is assumed that those who create the system are those

who need to know what is needed from it, but it is

important that the customer also knows what they want.

Then they understand that they must present as much

information as possible which could have an effect on the

system. This is partly our task, and partly the task of the

customer. (T)

The focus on establishing requirements seems to provide
little help for either developers or the developer’s stake-
holders to grapple with the well-known problems of
dealing with changing requirements.

Structured IS methods are enacted via experience and social
competency Respondents reported that they used some
form of the prescribed structured method to gather
requirements. While the particulars of the structured
method vary from firm to firm, each method has a phase
or activity specifically focused on requirements gather-
ing, and the respondents were aware of these methods.
Respondents further noted that they do not follow
these methods as rules, but more as guides. That is,
methods are not followed, they are enacted (as other
authors have shown, e.g., Mathiassen & Stage, 1992;
Stolterman, 1992). Method enactment is an area of active
scholarly inquiry (e.g., Rowlands, 2008). We note here
only that our work is both supportive of that research
and that our findings reflect the premises of incomplete-
ness and resulting social negotiation on which method
enactment literature rests.

Beyond the rules imbued in structured methods,
developers noted that experience, working knowledge

of the field, and social competency were all deployed in
enactment of the methods:

You never walk a straight line throughout an entire project,

there are tons of potholes. Methods can, of course, help you

avoid falling into these holes. [y] The other competencies

are used when the unforeseen happens. (M)

Through working and spending time with personnel,
and by examining the routines of the company, the
IS developer can increase his/her understanding
about how different demands affect the system and
the commissioning organization. Looking at problems
through the viewpoint of the different personnel can
also help the developer to create his/her own view of
the system.

Forming project groups Respondents noted that com-
mon practice was to work in project groups during IS
development. They further noted that IS development
group members had little involvement in deciding who
would be included in the group. This responsibility lay,
instead, with the commissioning organization. The
reason that certain people were chosen over others,
according to respondents, was their interest in IT or
commitment to change. Respondents espoused the belief
that customers choose project members who show
positive attitudes and ability to work well with others,
since no one wishes to begin a project with problems.
That is, enthusiasm was seen as a more important
criterion than technical competence, organizational
relevance/insight, or domain knowledge:

I wonder if it was the Managing Director who had ideas

because the ones that were on the project were those who

were the most open to change. Of the factory managers,

those who were chosen were those most concerned with

change. On the sales side of things, they chose a salesperson

whoy wanted change. (A)

Respondents also noted that when project members were
chosen by the customers, relevant actors were not always
included. For example, sometimes members representing
only one or a few departments may be chosen, and other
departments’ needs are often not known, forgotten or
given lower priority. Problems may also arise when those
who are less interested in the process are not allowed to
express views regarding requirements of the system to be
developed:

There is also the problem that the users who are most

interested in the project are chosen by the customer to be

included in something like this. ‘Yes, now we need to set

aside 10 non-users to talk with the system developers.’ Yes,

but who do we choose, then? Yeah, those who are

interested, which is actually kind of wrong because those

who are not interested don’t get to be heard. This can cause

internal conflicts. (D)

Respondents noted that too often the commissioning
organization does not take responsibility to assign the
resources needed and the ‘right’ people for the project
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group. This seems to shift the responsibility for over-
coming (or recovering from) problems related to inade-
quate team selection onto the members of the team.

Conflicts and negotiations All respondents reported that
it was helpful for conflicts to arise during development
projects and that this was much better than having
conflicts surface after the projects had ended. Conflict,
while not always pleasant, was seen as the best means to
provide all actors the opportunity to learn and consider
multiple sides of an issue:

When you get into a conflict, if you can call it a conflict –

you have to examine your own reflections about the

problem instead of continuing along on your own line of

thought; which is probably easiest and most obvious

to yourself. That is when you begin to wrestle with the

problem, twist and change your argument. Sometimes it is

then that you trip yourself up and then you have to discuss

issues more, and then you realize that things are going to

hell. ( J)

In these periods of conflict, developers note there is
difference between how leaders and project workers
engage. However respondents, for the most part, consider
customers to be a relatively homogenous group:

You have, actually, two different types of priorities. Partly,

you have the customers’ priorities, what is most important

and what is less important. But then you also have our

internal priorities y how difficult different things are to do

and what is dependent on what. (R)

Paradoxically, developers observe that conflicts often
reflect ongoing issues within the commissioning organi-
zation that are revealed during requirements disputes:

I believe that some of the worst fights are internal, when we are

not with them. I believe that things can get pretty hot then. (A)

They [the conflicts within the commissioning organization]

I believe are not really taken up in front of us, more

internally. If we have a board meeting, they take up

problems that they have with us and we take up problems

that we have with them. (P)

Most developers believe that it is the customer’s respon-
sibility to solve internal problems and disagreements. It is
not the job of the IS developer to convince opponents or
to attempt to persuade parties within the organization to
compromise:

We will be good at telling them how to do things, but it is

the customer who must say what and why. It is there that I

believe we have to shut our mouths and open our ears. (A)

Others argue that they should participate in resolving
conflicts, in case it is otherwise impossible to continue
before resolving them, even if it is not the main task
at hand. Regardless of their position on resolving intra-
customer conflict, respondents emphasized that discus-
sion among the interested parties is the most important
factor for creating a mutual understanding. For exam-
ple, it is important to thoroughly discuss requirement

specifications in order to avoid different actors interpret-
ing the specifications in different ways:

You have to sit down and discuss [y] you have to have

meetings often and make sure you are in agreement often,

because if you work too long on the wrong concept, you are

just throwing money into the sea. (P)

Developers also observe that compromise is critical. One
respondent went on to note:

It becomes cheapest and easiest [to first try to compromise

between the two departments’ different demands]. Some-

times you can get a bit irritated. Things that you believe

are the basis, but this goes both ways and no one agrees. At

that point, I usually develop a compromise. Then I throw it

out there – then they grumble a bit, but you pretend not to

hear it. Sometimes they agree. Otherwise you just do it. (I)

One respondent noted that there is a certain limit to how
much you can discuss:

Sometimes you get permission to be a little heavy-handed.

We cannot continue to swing back and forth indefinitely.

We have to begin from those demands which are specified

during the time when you specify demands. At some point

you have to say that you are now finished. We cannot

change anything now [y] If it becomes too much, stop and

discuss with the people and maybe things get delayed. It is a

balance thing. (G)

While all respondents reported that it was useful for
conflict to arise during development projects, since it
provides all actors the opportunity to learn, it is not
necessary to find compromises for all conflicts. In fact, a
few respondents stated that avoiding conflict can be
important, in terms of minimizing delays and reducing
the cognitive load that the developers face in turning
requirements into a working IS. One developer even went
so far as to state that the optimal situation is when you do
not even have to ask the customer anything at all.

Discussion
Here we build on the findings from the previous section
to discuss two outcomes from this work. We look first at
organizational and team-level influences which serve to
frame the work worlds of IS developers relative to
enacting requirements gathering. Then, we examine the
set of simplifying assumptions about the stakeholder’s
work that IS developers use as a means to support a
working fiction of homogeneous work environments.

Organizational and team-level influence on
developer’s work
The developers are aware that an IS development project
does not always lead to a finished system, even if the
project’s resources and scope are finite. The developers we
interviewed understand that IS development must be
both envisaged and undertaken as an ongoing and
indeterminate activity, one that accounts for the chan-
ging nature of both the organization and its environ-
ment, even though the project-based structure imposes
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an artificial completion. This supports arguments
advanced by Howcroft & Light (2010) regarding the
socially constructed nature of software. Moreover, our
respondents made clear that during any IS project
development, demands are added and existing needs
are often changed, supporting the work of Chabraborty
et al. (2010).

Respondents believed that additions and changes to
requirements show that, to a large extent, the participat-
ing actors are either unsure about their needs or do not
clearly express what they require from the IS being
developed. Thus, representing and accounting for change
is expected, but the ambiguity and incompleteness of
requirements are problems that arise from the participat-
ing actors (users) rather than the developers. This agency
displacement – attributing ambiguity and change not to
the IS developers’ actions but to the participating actors –
reinforces the findings regarding the differential locus of
power between users and developers that Kling & Iacono
(1984a) identified.

One factor that contributes to this agency displace-
ment is the respondent’s reliance on following structured
design methods; a deontological approach, as noted by
Wood-Harper et al. (1996). Respondents used a range of IS
development methods to manage demands, so it appears
that this use of methods as an instrument of disassocia-
tion is not tied to a particular method, but to their uses.

Respondents clearly indicated that domain experience
and knowledge about a customer organization’s activities
are important for IS developers since such experience and
knowledge provide a means to frame and often to
prioritize discussions with users. Building on this, we
note that developers see discussion as the best way to
create a mutual understanding with their participating
actors and to learn more about possible system alter-
natives. We know from the literature that problems
associated with requirement specifications often occur
when different participating actors either do not under-
stand or choose to interpret things to their own
advantage (Guinan, 1988; Bergmann et al., 2002b). It
appears that meeting, discussing, and negotiating are
seen by IS developers as highly valuable (if not essential).
Respondents also note the importance of a system
developer being socially competent, since social compe-
tency is the main mechanism used to successfully
interact with the many different types of people in a
customer organization.

These findings reinforce the notion that social compe-
tency, often gained from experience, and showcased
through ongoing discussions with clients (participating
actors), are important parts of the sense-making process
on which RE relies. This suggests to us that IS developers
use sense-making skills in order to adapt methods to
specific situations. By sense-making we mean here the
process of taking in complex equivocal information from
the environment, attempting to extract meaning from it,
and applying what was learned in the future (Weick,
1993).

The importance of sense-making is not reflected in
many of the IS (or RE) methods used by the developers
in this study. It appears that IS developers are conscious
of client organizations’ demands for constant change.
However, while a majority of the respondents see con-
flicts as having advantages as stimulators of reflection
and consideration, this does not mean that they like or
seek conflict among users or between participating actors
and developers. They note only that when it occurs,
conflict can be productive.

The wish for a homogeneous environment
Respondents regard differences in interpretation of
participating actors’ needs and concerns as arising
collectively from the customers. This leads to developers
seeing differences as occurring mainly between them-
selves and these participating actors – homogenizing
both the differences among IS developers and tremen-
dously simplifying the variety of organizational per-
spectives which they encounter. Both are problematic.
However, the desire among IS developers to perceive the
staff of a client organization as a homogeneous group,
all of whom are striving to meet the same objectives,
is puzzling (and may be deeply unhelpful) because it
directly conflicts with their experience when working
with participating actors. It may be that this is, unwit-
tingly, abetted by other actions. For example, and as
noted earlier and discussed below, typically only a small
group of potential users in the customer organization are
engaged in RE, which is likely to reduce the range of
perspectives on use and need.

However, regarding the staff of customer organizations
as a homogeneous group simplifies the approach to RE
(essentially by ignoring the complexity and messiness of
needs of some users during a negotiation process).
Essentially, IS developers use RE as a means to downplay
the importance – and messy details – of negotiating.
However, it is unlikely that an IS developer will effectively
manage demands based on a negotiation perspective if he
or she is not able to understand the range of wishes co-
existing within the commissioning organization. Even if
the IS developers agree that there are different opinions,
it seems that the wish to simplify prevails over the reality
of complexity.

This contradictory simplification seems to be further
magnified by the process of choosing participating actors.
Findings show that people chosen to engage in RE work
by the commissioning organization are often selected by
management or are those who take initiative for the
system. The chosen project members are often people
naturally disposed to a pattern of change, often share
similar opinions about the aims of the project, and may
even be self-selecting. In other words, these main actors
may be somewhat more homogeneous and perhaps
not representative of the commissioning organization’s
broader and possibly more divergent views.

Creating a more diverse group of participating actors
can be difficult since those who choose the members
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naturally do so in an attempt to shape the outcome of
the system. It can be seen as less inviting to include
members of the customer organization who, from the
outset, have different opinions about how the system
should work. There may also be perceptions that the
project will run less smoothly and be less easy to control
if the participating actors do not agree about most aims
from the beginning.

If the participating actors who form the customer
organization’s project group is both homogenous and
aligned in terms of power perspectives (such as reflecting
a managerial, and not primary user, orientation to the
IS being designed), alternative opinions are not likely to
be raised in the negotiation process. The desire to reduce
the heterogeneous nature of the organization and its
member’s needs, as we have observed from our respon-
dents, reduces the prerequisite conditions for engaging
in negotiations to resolve conflicts among those with
differing views of the IS and to capture the evolving
patterns (and idiosyncrasies) imbued in the organization.

Theorizing RE as a social construction
Our data show that there is a certain awareness among IS
developers that different opinions about the nature and
needs of new IS/requirements exist within commission-
ing organizations. However, a desire to simplify this
complexity and (seemingly) disregard these complica-
tions too often prevails among the developers. There are
at least two reasons for this. First, the selection of
participating actors is too often focused on minimizing
heterogeneity – albeit for very understandable reasons.
Second, the requirement gathering and representation
methods are more focused on establishing a set of
actionable needs than on identifying the full range of
needs – again, for very understandable reasons.

In focusing on these organizationally desired goals, the
IS developers do not attend to the full diversity of needs
or accommodate the certainty of changes over time. Both
points illustrate not only the developer’s desires to
simplify the complexities of RE practices, but also that
requirements are not things that exist or are clearly
articulated in a form that can be readily gathered in an
organization. Rather, requirements are generated through
processes of negotiation and conflict resolution among
the actors involved in the project.

The conceptual basis of SCOT provides us with an
analytical lens that is sensitive to these complexities,
explaining technological change by reference to pro-
cesses of interpretation, negotiation, and closure by
different actors and social groups. RE practices, from
such a perspective, are thus understood as social
constructions that can only be explained by focusing
on the social processes that have constructed them.
Understanding RE practices as socially constructed
through processes of negotiation will increase the
chances of developing requirements that meet the client
organization’s needs and of IS development projects
delivering useful IS.

This second point is further highlighted by the awareness
of IS developers that changes over time are both likely
and important. Nevertheless, these same developers draw
on methods that do not engage with changes in needs
over time. We further note that IS developers are keenly
aware that their social competency is both the vehicle
used to enact methods and the means by which they
engage participating actors.

These findings clearly show that IS development
methods, particularly requirement development metho-
dology, must move beyond thinking of participating
actors as homogenous groups with similar needs to more
carefully address the social construction of requirements.
To improve IS development, requirements elicitation
activities must create both awareness and an understand-
ing of the possibilities that opposing arguments can be
beneficial (Urquhart, 1999). This is not news, since both
those who advocate participatory design, and those who
advocate the social design (and particularly power)
perspective of IS, have long drawn similar conclusions
(e.g., Markus, 1983; Kling & Iacono, 1984a, b; Ehn, 1993).
These issues are, however, highly relevant in relation to
today’s IS practices. For instance, when looking at the
recent development towards agile methods we can note
how the issues raised in this paper are highly relevant in
relation to recent developments in agile methods. With
agile methods being routinized and infused in the
adopting organizations, one of the most pressing issues
is the need to develop a better understanding of
negotiations, and how to balance negotiation processes
building on the competence bases found in both the
adopting organization and among the developers. This
issue is too often overlooked in today’s agile practices
(Abrahamsson et al., 2009).

The RE community appears to have continued to focus
on the artifact, and thus failed to exploit the potential
value of social constructivist approaches, which are
highlighted by our findings. There seems to be a clear
need for more of a social process perspective, and
awareness of the need for multiple perspectives of IS
requirements. We find that developers see negotiation,
conflict, and reflection as critical means to gather
insights, but they readily take opportunities to simplify
their work by opting for limited and too-often hetero-
geneous views of IS needs. In this manner their actions
illustrate the constructivist view that technological
change is best explained by reference to a number of
technological controversies, disagreements, and difficul-
ties that involve different actor groups. In this case the
developers engage in strategies to shape RE practices
according to their own plans by means of simplification.

We note that the evidence suggests that this simplifica-
tion, this black-boxing of difference into a homogeneous
view, is neither successful RE nor useful as an IS
design approach. We argue that in order to understand
and develop requirements for systems that will be
useful and capable of evolving properly over time, IS
developers must engage more fully with heterogeneous
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environments. This requires developers to engage more
proactively in acquiring diverse perspectives and to see
the gathering and representing requirements as a process
of social learning (e.g., Suchman, 2002; Stewart &
Williams, 2005).

To do this well will require two changes. First, IS
developers need to have better analytical approaches to
help them evaluate and prioritize domain and systems
challenges (e.g., Ackerman, 2000). Second, both devel-
opers and participating actors need to develop social
skills for successfully engaging in negotiation, conflict
management and the other social competencies through
which requirements (and methods to gain them) are
developed. The comforting but myopic focus on the
artifact (a set of requirements) promotes underestimation
of the importance of the dynamics of change and the
need to reflect dynamism and emergence (e.g., Truex
et al., 1999). This demand for increased social skills does
not, however, mean that we are suggesting that it
would be ok to diminish an IS developer’s techno-
logical or analytical skills. Quite the contrary: we are
articulating that an IS developer must have both, and
that there seems to be evidence that the social skills are
not yet emphasized in ways that translate directly to
practice.

It should be noted that a shift towards acknowledging
the socially constructed nature of requirement raises its
own problems. One is that requirements development
is often tied up with internal conflicts among the user
community within the commissioning organization. It
may be that in such cases the IS developers serve more as
focusing agents, raising issues for the commissioning
organization’s potential user community to address.
Project, conflict, and role demands are not easy to
address (and disentangle) in such politically charged
environments, and this is likely to pose great challenges
for project leaders (e.g., Rowlands, 2008). A second is that

greater emphasis must be placed on developing shared
understanding (and if possible some consensus) of the
various perspectives on IS requirements – the specific
goal of social learning approaches (cf. Suchman, 2002;
Stewart & Williams, 2005). Since it is often during these
conflict situations that alternative solutions and new
ideas can arise, IS developers can add valuable informa-
tion when they participate in these conflicts, but may not
be able to sort out what they have learned.

There are limits on how much the different actors can
discuss: eventually certain choices must be made in order
to begin the development of the IS. Also, attempting to
access and understand too many different opinions, and
then resolve the resulting conflicts, can be time-consum-
ing (perhaps incommensurately). One reality is that
neither the commissioning organization nor the IS
development firm have unlimited time or resources. We
see the challenge partly as encouraging negotiation, but
at the same time not letting the negotiations take over.
Clearly, RE is a balancing act, but the balance cannot be
achieved by simply denying the centrality of negotiation
in defining requirements.

More broadly, we have argued through this paper for
the need to shift towards adopting a more complex,
negotiated, approach to developing requirements. It is
our argument that such a shift calls for a rethinking of
current requirement engineering practices to consider
social learning and the social construction of require-
ments. We have highlighted this argument by drawing
on empirical evidence from a study of how IS developers
engage in RE and how they conceive its value. The factors
we found to be important in this process included: the
changing needs of the organization, the ways in which
structured IS methods are enacted via experience and
social competency, the formation of project groups,
and finally engagement in inter-personal conflict and
negotiations.
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Appendix

Coding example
Here we provide an example of our coding effort. As
background, we proceeded on a three-step coding effort.
First, Open coding was done by focusing on identifying
codes supported by two or more text segments, leaving us
with 55 initial codes. During this initial stage, we drew on
SCOT for guidance, and focused on identifying the
nature of interactions among the two relevant social
groups (developers and customer/users). Second, during
the axial coding stage we consolidated codes that were
conceptually similar, reducing to 19 from 55. Third,
during the selective coding we strove to integrate the
axial codes in ways that connected to SCOT principles
and formulate a storyline that offered a coherent and
insightful account of the RE practices.

For example, drawing from the material we used in
section ‘Conflicts and negotiations’, here is how we
proceeded.

Step 1: axial coding These two text fragments speak to
internal-to-the-commissioning organization conflicts
among project personnel, what we called ‘host conflict’
as an initial code. We were looking for evidence of
conflict and negotiation because of the prior literature
on this and because this sort of behavior is core to SCOT.
The letters in parentheses are codes that allow us to

distinguish among respondents while preserving their
anonymity.

I believe that some of the worst fights are internal, when we

are not with them. I believe that things can get pretty hot

then. (A)

They [the conflicts within the commissioning organization]

I believe are not really taken up in front of us, more

internally. If we have a board meeting, they take up

problems that they have with us and we take up problems

that we have with them. (P)

Step 2: open coding We identified other text fragments
that highlighted conflicts among customers and devel-
opers (‘social group conflict’), among the developers
(‘role difference’), and about particular issues (‘issue
conflict’). These seemed to be distinct forms of conflict,
but for open coding we linked them to the shared
concept: conflict.

Step 3: selective coding We used SCOT principles to
guide our selective coding. SCOT’s principle of conflict
and negotiation seems to be reflected in our coding of
‘host conflict/conflict’. So we link these and represent this
in our analysis.
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